HW8: A\* Search

**Due** Nov 23 by 10:59am | **Points** 100 | **Submitting** a file upload | **File Types** zip | **Available** Nov 15 at 10pm - Nov 23 at 10:59am 8 days

Assignment Goals

* Deepen understanding of state space generation
* Practice implementation of an efficient search algorithm

Summary

This assignment is about solving the 8-tile puzzle we have discussed in class. The 8-tile puzzle was invented and popularized by Noyes Palmer Chapman in the 1870s. It is played on a 3x3 grid with 8 tiles labeled 1 through 8 and an empty grid. The goal is to rearrange the tiles so that they are in order. You solve the puzzle by moving the tiles around. For each step, you can only move one of the neighbor tiles (left, right, top, bottom) into an empty grid. And all tiles must stay in the 3x3 grid. An example is shown in the picture below. In this example, there are only 2 valid moves, i.e., either moving 6 down or moving 1 right.
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Given these rules for the puzzle, you will generate a state space and solve this puzzle using the **A\* search algorithm**. Note that not all 8-tile puzzles are solvable. For this assignment, it is safe to assume that the input puzzle is **always** solvable.

Program Specification

The code for this program should be written in Python, in a file called **funny\_puzzle.py**. You may represent your states internally however you wish; a two-dimensional list or numpy matrix may be useful. We will provide states in a one-dimensional list of integers, with the empty space represented as 0. We will represent the initial state above in our input as [2,5,8,4,3,6,7,1,0] and the successors pictured are, in order, [2,5,8,4,3,0,7,1,6], [2,5,8,4,3,6,7,0,1]. In this assignment, you will need to implement a priority queue. We highly recommend to use package **heapq** for the implementation. You should refer to **[heapq](https://docs.python.org/3/library/heapq.html" \t "_blank)**if you are not familiar with it.

Any code that you do not personally write **should be cited** as you would cite a quotation in an essay; that is, with its author and source in as complete a format as possible. Code used without citation will be considered plagiarism and violates our policy of appropriate academic conduct.

Even if you modify the code, you should still cite your original inspiration (and any assisting TAs or peer mentors!).

![](data:image/png;base64,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)Goal State

The goal state of the puzzle is [1, 2, 3, 4, 5, 6, 7, 8, 0], or visually:

Heuristic

Since we are using the A\* search algorithm, we need a heuristic function. Recall the Manhattan distance mentioned in lecture (the l1-norm). **We will use the sum of Manhattan distance of each tile to its goal position as our heuristic function.**The Manhattan distance in this case is the sum of the absolute difference of their x co-ordinates and y co-ordinates. In our first example puzzle ([2, 5, 8, 4, 3, 6, 7, 1, 0]) , the h() value for the original state is 10. This is computed by calculating the Manhattan distance of each title and summing them. Specifically, tiles 4/6/7 are already in place, thus they have 0 distances. Tile 1 has a Manhattan distance of 3 (manhattan([2,1], [0,0]) = abs(2-0) + abs(1-0) = 3), tiles 2/3/5/8 have distances of 1/2/1/3, respectively. *Caution*: do not count the distance of tile '0' since it is actually not a tile but an empty grid.

Functions

For this program you should write at least **two (2)** Python functions:

1. **print\_succ(state)** — given a state of the puzzle, represented as a single list of integers with a 0 in the empty space, print to the console all of the possible successor states
2. **solve(state)** — given a state of the puzzle, perform the A\* search algorithm and print the path from the current state to the goal state

You may, of course, add any other functions you see fit, but these two functions must be present and work as described here.

Print Successors

This function should print out the successor states of the initial state, as well as their heuristic value according to the function described above. The number of successor states depends on the current state.  There could be 2 (empty grid is at corner), 3 (empty grid is at middle of a boundary), or 4 (empty grid is at the center of a boundary) successors.

>>> print\_succ([1,2,3,4,5,0,6,7,8])  
[1, 2, 0, 4, 5, 3, 6, 7, 8] h=6  
[1, 2, 3, 4, 0, 5, 6, 7, 8] h=6  
[1, 2, 3, 4, 5, 8, 6, 7, 0] h=6

We **do** require that these be printed in a specific order: if you consider the state to be a nine-digit integer, the states should be sorted in *ascending* order. Conveniently, if you ask Python to sort one-dimensional arrays, it will adhere to this order by default; don't do more work than you have to:

>>> lists = [[1,2,3,4,5,8,6,7,0],  
... [1,2,3,4,0,5,6,7,8],  
... [1,2,0,4,5,3,6,7,8]]  
>>> sorted(lists)  
=> [[1, 2, 0, 4, 5, 3, 6, 7, 8],   
 [1, 2, 3, 4, 0, 5, 6, 7, 8],   
 [1, 2, 3, 4, 5, 8, 6, 7, 0]]

Priority Queue

Now is a good time to implement the priority queue in your code. We recommend you use the python library **heapq** to create your priority queue. Here is a quick example:

>>> import heapq  
>>> pq = []  
>>> heapq.heappush(pq,(5, [1, 2, 3, 4, 5, 0, 6, 7, 8], (0, 5, -1)))  
>>> print(pq)  
[(5, [1, 2, 3, 4, 5, 0, 6, 7, 8], (0, 5, -1))]

The code will push an item ([1, 2, 3, 4, 5, 0, 6, 7, 8], (0, 5, -1)) with priority 5 into the queue. This format follows **(g+h, state, (g, h, parent\_index))**representing both the cost, state and the parent index in A\* search (a parent index of -1 denotes the initial state, without any parent). For more details, please refer to [the documentation of](https://docs.python.org/3/library/heapq.html)**.** To get the final path, for each element in the priority queue we need to remember its parent state. Remember to store the state when you pop it from the priority queue, so you could refer to it later when you generate the final path.

Here is how you can pop from a priority queue,

>>> b = heapq.heappop(pq)  
>>> print(b)  
(5, [1, 2, 3, 4, 5, 0, 6, 7, 8], (0, 5, -1))  
>>> print(pq)  
[]

The priority queue is stored in a list and you can print its items (with the associated priority) by using

>>> # assume that you have generated and enqueued the successors  
>>> print(\*pq, sep='\n')  
(7, [1, 2, 0, 4, 5, 3, 6, 7, 8], (1, 6, 0))   
(7, [1, 2, 3, 4, 0, 5, 6, 7, 8], (1, 6, 0))  
(7, [1, 2, 3, 4, 5, 8, 6, 7, 0], (1, 6, 0))

Note that the heappush maintains the priority in ascending order, i.e., heappop will always pop the element with the smallest priority. We require that the states **with the same cost (priority)** to be popped in a specific order: if you consider the state to be a nine-digit integer, the states should be sorted in *ascending* order - just like we mentioned above. If you follow the format in pq as shown above, heapq will automatically take care of this and you do not need more work.

Solve the Puzzle

This function should print the solution path from the provided initial state to the goal state, along with the heuristic values of each intermediate state according to the function described above, and total moves taken to reach the state. Recall that our cost function g(n) is the total number of moves so far, and every valid successor has an additional cost of 1.

>>> solve([4,3,8,5,1,6,7,2,0])  
[4, 3, 8, 5, 1, 6, 7, 2, 0] h=10 moves: 0  
[4, 3, 8, 5, 1, 0, 7, 2, 6] h=11 moves: 1  
[4, 3, 0, 5, 1, 8, 7, 2, 6] h=10 moves: 2  
[4, 0, 3, 5, 1, 8, 7, 2, 6] h=9 moves: 3  
[4, 1, 3, 5, 0, 8, 7, 2, 6] h=8 moves: 4  
[4, 1, 3, 5, 8, 0, 7, 2, 6] h=7 moves: 5  
[4, 1, 3, 5, 8, 6, 7, 2, 0] h=6 moves: 6  
[4, 1, 3, 5, 8, 6, 7, 0, 2] h=7 moves: 7  
[4, 1, 3, 5, 0, 6, 7, 8, 2] h=6 moves: 8  
[4, 1, 3, 0, 5, 6, 7, 8, 2] h=5 moves: 9  
[0, 1, 3, 4, 5, 6, 7, 8, 2] h=4 moves: 10  
[1, 0, 3, 4, 5, 6, 7, 8, 2] h=3 moves: 11  
[1, 3, 0, 4, 5, 6, 7, 8, 2] h=4 moves: 12  
[1, 3, 6, 4, 5, 0, 7, 8, 2] h=5 moves: 13  
[1, 3, 6, 4, 5, 2, 7, 8, 0] h=4 moves: 14  
[1, 3, 6, 4, 5, 2, 7, 0, 8] h=5 moves: 15  
[1, 3, 6, 4, 0, 2, 7, 5, 8] h=6 moves: 16  
[1, 3, 6, 4, 2, 0, 7, 5, 8] h=5 moves: 17  
[1, 3, 0, 4, 2, 6, 7, 5, 8] h=4 moves: 18  
[1, 0, 3, 4, 2, 6, 7, 5, 8] h=3 moves: 19  
[1, 2, 3, 4, 0, 6, 7, 5, 8] h=2 moves: 20  
[1, 2, 3, 4, 5, 6, 7, 0, 8] h=1 moves: 21  
[1, 2, 3, 4, 5, 6, 7, 8, 0] h=0 moves: 22  
Max queue length: 352775

The max queue length is tracked by our priority queue implementation (as the variable max\_len), and displaying it may be useful for debugging purposes, but it is **not** required output.

Note: please do not use exit() or quit() to end your function when you find a path, as this will cause Python to close entirely.

Additional Examples

For your successor function:

>>> print\_succ([8,7,6,5,4,3,2,1,0])  
[8, 7, 6, 5, 4, 0, 2, 1, 3] h=17  
[8, 7, 6, 5, 4, 3, 2, 0, 1] h=17

For your solution function:

>>> solve([1,2,3,4,5,6,7,0,8])  
[1, 2, 3, 4, 5, 6, 7, 0, 8] h=1 moves: 0  
[1, 2, 3, 4, 5, 6, 7, 8, 0] h=0 moves: 1  
Max queue length: 3

Additional hints

For some complicated cases, your solve function could take a very long time to get an answer, or maybe even the entire program breaks.  It is recommended that you don't explore any state that has been visited before. To do this, you can use a set to track which states have been visited already.

Submission Notes

Please submit your files in a zip file named **hw8\_<netid>.zip** , where you replace <netid> with your netID (your wisc.edu login).  Inside your zip file, there should be **only**one file named: **funny\_puzzle.py** .  Do not submit a Jupyter notebook .ipynb file. Failure to adhere to this will be **penalized (10 pts)**.

Be sure to **remove all testing/debugging output**before submission; your functions should run silently. Failure to adhere to this will be **penalized (10pts)** .

**We provide a**[**testing script**](https://canvas.wisc.edu/courses/258491/files/22978835?wrap=1)for you to check the output format. Unzip the file and put your funny\_puzzle.py in the same directory as test.py; then run "python3 test.py". If you pass all the tests, you will get 15 points. Note that the actual grading test cases are different and this is only intended for a sanity check.

Make sure to test your submission on the **CS Linux** machines!

**Regrading:**Any regrading request needs to be submitted within 72 hours from the grade release. The regrading requests should be about more than 10 point deduction due to output format mismatch that can be fixed by modifying one or two lines in the code, and 10 points will be deducted for such output format mismatch. Those requests due to other mistakes (e.g., logic flow of the code) are not accepted. If a regrading request isn't justifiable (the initial grade is correct and clear, subject to the instructors' judgment), the request for regrading will be penalized (10 pts).

This assignment is due on **Nov 23 at 10:59 AM**. It is preferable to first submit a version well before the deadline (at least one hour before) and check the content/format of the submission to make sure it's the right version. Then, later update the submission until the deadline if needed.

Rubric

**HW8 Rubric**

| HW8 Rubric | | |
| --- | --- | --- |
| **Criteria** | **Ratings** | **Pts** |
| print\_succ 1 | |  |  | | --- | --- | | **5 pts** | **0 pts** | | 5 pts |
| print\_succ 2 | |  |  | | --- | --- | | **5 pts** | **0 pts** | | 5 pts |
| print\_succ 3 | |  |  | | --- | --- | | **5 pts** | **0 pts** | | 5 pts |
| print\_succ 4 | |  |  | | --- | --- | | **5 pts** | **0 pts** | | 5 pts |
| solve 1 | |  |  | | --- | --- | | **10 pts** | **0 pts** | | 10 pts |
| solve 2 | |  |  | | --- | --- | | **10 pts** | **0 pts** | | 10 pts |
| solve 3 | |  |  | | --- | --- | | **10 pts** | **0 pts** | | 10 pts |
| solve 4 | |  |  | | --- | --- | | **10 pts** | **0 pts** | | 10 pts |
| solve complicated 1 | |  |  | | --- | --- | | **20 pts** | **0 pts** | | 20 pts |
| solve complicated 2 | |  |  | | --- | --- | | **20 pts** | **0 pts** | | 20 pts |
| Total Points: 100 | | |